**Nuances of Bootstrapping**

Most applied statisticians and data scientists understand that bootstrapping is a method that mimics repeated sampling by drawing some number of new samples (with replacement) from the original sample in order to perform inference. However, it can be difficult to understand output from the software that carries out the bootstrapping without a more nuanced understanding of how uncertainty is quantified from bootstrap samples.

To demonstrate the possible sources of confusion, start with the data described in Efron and Tibshirani’s (1993) text on bootstrapping (page 19). We have 15 paired observations of student LSAT scores and GPAs. We want to estimate the correlation between LSAT and GPA scores. The data are the following:

| **student** | **lsat** | **gpa** |
| --- | --- | --- |
| 1 | 576 | 3.39 |
| 2 | 635 | 3.30 |
| 3 | 558 | 2.81 |
| 4 | 578 | 3.03 |
| 5 | 666 | 3.44 |
| 6 | 580 | 3.07 |
| 7 | 555 | 3.00 |
| 8 | 661 | 3.43 |
| 9 | 651 | 3.36 |
| 10 | 605 | 3.13 |
| 11 | 653 | 3.12 |
| 12 | 575 | 2.74 |
| 13 | 545 | 2.76 |
| 14 | 572 | 2.88 |
| 15 | 594 | 2.96 |

The correlation turns out to be 0.776. For reasons we’ll explore, we want to use the nonparametric bootstrap to get a confidence interval around our estimate of \(r\). We do so using the boot package in R. This requires the following steps:

1. Define a function that returns the statistic we want.
2. Use the boot function to get R bootstrap replicates of the statistic.
3. Use the boot.ci function to get the confidence intervals.

For step 1, the following function is created:

get\_r <- function(data, indices, x, y) {

d <- data[indices, ]

r <- round(as.numeric(cor(d[x], d[y])), 3)

r

}

Steps 2 and 3 are performed as follows:

set.seed(12345)

boot\_out <- boot(

tbl,

x = "lsat",

y = "gpa",

R = 500,

statistic = get\_r

)

boot.ci(boot\_out)

## Warning in boot.ci(boot\_out): bootstrap variances needed for studentized

## intervals

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out)

##

## Intervals :

## Level Normal Basic

## 95% ( 0.5247, 1.0368 ) ( 0.5900, 1.0911 )

##

## Level Percentile BCa

## 95% ( 0.4609, 0.9620 ) ( 0.3948, 0.9443 )

## Calculations and Intervals on Original Scale

## Some BCa intervals may be unstable

Looking at the boot.ci output, the following questions come up:

1. Why are there multiple CIs? How are they calculated?
2. What are the bootstrap variances needed for studentized intervals?
3. What does it mean that the calculations and intervals are on the original scale?
4. Why are some BCa intervals unstable?

To understand this output, let’s review statistical inference, confidence intervals, and the bootstrap.

**Statistical Inference**

The usual test statistic for determining if \(r \neq 0\) is:

\[  
t = \frac{r}{SE\_r}  
\]

where

\[  
SE\_r = \sqrt{\frac{1-r^2}{n-2}}  
\]

In our case:

\[  
SE\_r = \sqrt{\frac{1-r^2}{n-2}}  
= \sqrt{\frac{1-0.776^2}{15-2}}  
= 0.175  
\]

Dividing \(r\) by \(SE\_r\) yields our \(t\) statistic

\[  
t = \frac{r}{SE\_r} = \frac{0.776}{0.175} = 4.434  
\]

We compare this to a \(t\) distribution with \(n-2 = 13\) degrees of freedom and easily find it to be significant.

In words: If the null hypothesis were true, and we repeatedly draw samples of size \(n\), and we calculate \(r\) each time, then the probability that we would observe an estimate of \(|r| = 0.776\) or larger is less than 5%.

An important caveat. The above formula for the standard error is only correct when \(r = 0\). The closer we get to \(\pm 1\), the less correct it is.

**Confidence Intervals**

We can see why the standard error formula above becomes less correct the further we get from zero by considering the 95% confidence interval for our estimate. The usual formula you see for a confidence interval is the estimate plus or minus the 97.5th percentile of the normal or \(t\) distribution times the standard error. In this case, the \(t\)-based formula would be:

\[  
\text{95% CI} = r \pm t\_{df = 13} SE\_r  
\]

If we were to sample 15 students repeatedly from the population and calculate this confidence interval each time, the interval should include the true population value 95% of the time. So what happens if we use the standard formula for the confidence interval?

\[  
\begin{align}  
\text{95% CI} &= r \pm t\_{df = 13}SE\_r \\  
&= 0.776 \pm 2.16\times 0.175 \\  
&= [0.398, 1.154]  
\end{align}  
\]

Recall that correlations are bounded in the range \([-1, +1]\), but our 95% confidence interval contains values greater than one!

Alternatives:

* Use Fisher’s \(z\)-transformation. This is what your software will usually do, but it doesn’t work for most other statistics.
* Use the bootstrap. While not necessary for the correlation coefficient, its advantage is that it can be used for almost any statistic.

The next sections review the nonparametric and parametric bootstrap.

**Nonparametric Bootstrap**

We do not know the true population distribution of LSAT and GPA scores. What we have instead is our sample. Just like we can use our sample mean as an estimate of the population mean, we can use our sample distribution as an estimate of the population distribution.

In the absence of supplementary information about the population (e.g. that it follows a specific distribution like bivariate normal), the *empirical distribution* from our sample contains as much information about the population distribution as we can get. If statistical inference is typically defined by repeated sampling from a population, and our sample provides a good estimate of the population distribution, we can conduct inferential tasks by repeatedly sampling from our *sample*.

(Nonparametric) bootstrapping thus works as follows for a sample of size *N*:

1. Draw a random sample of size *N* with replacement from our sample, which is the first *bootstrap sample*.
2. Estimate the statistic of interest using the bootstrap sample.
3. Draw a new random sample of size *N* with replacement, which is the second bootstrap sample.
4. Estimate the statistic of interest using the new bootstrap sample.
5. Repeat \(k\) times.
6. Use the distribution of estimates across the \(k\) bootstrap samples as the sampling distribution.

Note that the sampling is done with replacement. As an aside, most results from traditional statistics are based on the assumption of random sampling with replacement. Usually, the population we sample from is large enough that we do not bother noting the “with replacement” part. If the sample is large relative to the population, and sampling *without* replacement is used, we would typically be advised to use a *finite population correction*. This is just to say that the “with replacement” requirement is a standard part of the definition of *random sampling*.

Let’s take our data as an example. We will draw 500 bootstrap samples, each of size \(n = 15\) chosen with replacement from our original data. The distribution across repeated samples is:
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Note a few things about this distribution.

1. The distribution is definitely *not* normal.
2. The mean estimate of \(r\) across the 500 bootstrap samples is 0.771. The difference between the mean of the bootstrap estimates \((\mathbb{E}(r\_b) = 0.771)\) and the original sample estimate \((r = 0.776)\) is the *bias*.
3. The bootstrap standard error is the standard deviation of the bootstrap sampling distribution. Here the value is 0.131, which is much smaller than our earlier estimate of 0.175. This is because 0.175 was based on a formula that is only valid when \(r = 0\) and does not account for the fact that a correlation’s values are bounded at -1 and +1.

The non-normality of the sampling distribution means that, if we divide \(r\) by the bootstrap standard error, we will not get a statistic that is distributed standard normal or \(t\). Instead, we decide that it is a better idea to summarize our uncertainty using a confidence interval. Yet we also want to make sure that our confidence intervals are bounded within the \([-1, +1]\) range, so the usual formula will not work.

Before turning to different methods for obtaining bootstrap confidence intervals, for completeness the next section describes the parametric bootstrap.

**Parametric Bootstrap**

The prior section noted that, in the absence of supplementary information about the population, the empirical distribution from our sample contains as much information about the population distribution as we can get.

An example of supplementary information that may improve our estimates would be that we know the LSAT and GPA scores are distributed bivariate normal. If we are willing to make this assumption, we can use our sample to estimate the distribution parameters. Based on our sample, we find:

\[  
\begin{pmatrix}  
\text{LSAT} \\  
\text{GPA}  
\end{pmatrix}\sim N\left(\begin{pmatrix}  
600.27 \\  
3.09  
\end{pmatrix},\begin{pmatrix}  
1746.78 & 7.90 \\  
7.90 & 0.06  
\end{pmatrix}\right).  
\]

The distribution looks like the following:
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We can draw 500 random samples of size 15 from this specific bivariate normal distribution and calculate the correlation between the two variables for each.

get\_cor <- function(iteration, n) {

dta <- MASS::mvrnorm(

n,

mu = c(600, 3),

Sigma = matrix(c(1747, 7.9, 7.9, .06), 2)

) %>%

as.data.frame()

tibble(

iteration = iteration,

r = cor(dta$V1, dta$V2)

)

}

par\_boot\_tbl <- map\_dfr(1:500, ~ get\_cor(.x, 15))

The distribution of the correlation estimates across the 500 samples represents our parametric bootstrap sampling distribution. It looks like the following:

![](data:image/png;base64,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)

The average correlation across the 500 samples was 0.767, and the standard deviation (our estimate of the standard error) was 0.111.

This is smaller than our non-parametric bootstrap estimate of the standard error, 0.131, which is reflective of the fact that our knowledge of the population distribution gives us more information. This in turn reduces sampling variability.

Of course, we often will not feel comfortable saying that the population distribution follows a well-defined shape, and hence we will typically default to the non-parametric version of the bootstrap.

**Bootstrap Confidence Intervals**

Recall that the usual formula for estimating a confidence around a statistic \(\theta\) is something like:

\[  
\text{95% CI} = \theta \pm t\_{df,1-\alpha/2} SE\_{\theta}  
\]

We saw that using the textbook standard error estimate for a correlation led us astray because we ended up with an interval outside of the range of plausible values. There are a variety of alternative approaches to calculating confidence intervals based on the bootstrap.

**Standard Normal Interval**

The first approach starts with the usual formula for calculating a confidence interval, using the normal distribution value of 1.96 as the multiplier of the standard error. However, there are two differences. First, we use our bootstrap estimate of the standard error in the formula. Second, we make an adjustment for the estimated bias, -0.005:

In our example, we get

\[  
\begin{align}  
\text{95% CI} &= r – \text{bias} \pm 1.96 \times SE\_r \\  
&= 0.776 + .005 \pm 1.96 \times 0.131 \\  
&= [0.524, 1.038]  
\end{align}  
\]

This matches R’s output (given our hand calculations did some rounding along the way).

boot.ci(boot\_out, type = "norm")

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = "norm")

##

## Intervals :

## Level Normal

## 95% ( 0.5247, 1.0368 )

## Calculations and Intervals on Original Scale

Problems:

* If a normal approximation were valid, we probably don’t need to bootstrap.
* We still have a CI outside the appropriate range.

We generally won’t use this method.

**Studentized (t) Intervals**

Recall that, when we calculate a \(t\)-statistic, we mean-center the original statistic and divide by the sample estimate of the standard error. That is,

\[  
t = \frac{\hat{\theta} – \theta}{\widehat{SE}\_{\theta}}  
\]

where \(\hat{\theta}\) is the sample estimate of the statistic, \(\theta\) is the “true” population value (which we get from our null hypothesis), and \(\widehat{SE}\_{\theta}\) is the sample estimate of the standard error.

There is an analog to this process for bootstrap samples. In the bootstrap world, we can convert each bootstrap sample into a \(t\)-score as follows:

\[  
t = \frac{\tilde{\theta} – \hat{\theta}}{\widehat{SE}\_{\hat{\theta}}}  
\]

Here \(\tilde{\theta}\) is the statistic estimated from a single bootstrap sample, and \(\hat{\theta}\) is the estimate from the original (non-bootstrap) sample.

But where does \(\widehat{SE}\_{\hat{\theta}}\) come from?

Just like for a \(t\)-test, where we estimated the standard error using our one sample, we estimate the standard error separately for each bootstrap sample. That is, we need an estimate of the *bootstrap sample variance*. (Recall the message from the R output above).

*If* we are lucky enough to have a formula for a sample standard error, we use that in each sample. For the mean, each bootstrap sample would return:

1. The bootstrap sample mean, \(\frac{1}{n}\sum(s\_{bi})\)
2. The bootstrap sample variance: \(\frac{s^2\_b}{n}\).

We don’t have such a formula that works for any correlation, so we need another means to estimate the variance. Alternatively, there is the *nested bootstrap*.

Nested bootstrap algorithm:

1. Draw a bootstrap sample.
2. Estimate the statistic.
3. Bootstrap the bootstrap sample, using the variance of estimates across the bootstrapped estimates as the estimate of the variance.
4. Save the bootstrap estimate of the statistic and the nested bootstrap estimate of the variance.
5. For each bootstrap sample, estimate \(t = \frac{\tilde{\theta} – \hat{\theta}}{\widehat{SE}\_{\hat{\theta}}}\)

We now have the information we need to calculate the studentized confidence interval. The formula for the studentized bootstrap confidence interval is:

\[  
95\% \text{ CI} = [\hat{\theta} – sq\_{1-\alpha/2}, \hat{\theta} – sq\_{\alpha/2}]  
\]

The terms are:

1. \(\hat{\theta}\): Our sample statistic (without performing the bootstrap)
2. \(s\): Our bootstrap estimate of the standard error (the standard deviation of bootstrap estimates, *not* the nested bootstrap part)
3. \(q\_{1-\alpha/2}\): For \(\alpha = .05\), the 97.5th percentile of our bootstrap \(t\) estimates.
4. \(q\_{\alpha/2}\): For \(\alpha = .05\), the 2.5th percentile of our bootstrap \(t\) estimates.

For each bootstrap sample, we calculated a \(t\) statistic. The \(q\_{1-\alpha/2}\) and \(q\_{\alpha/2}\) are identified by taking the appropriate quantile of these \(t\) estimates. This is akin to creating our own table of \(t\)-statistics, rather than using the typical tables for the \(t\) distribution you’d find in text books.

What does this look like in R? We need a second function for bootstrapping inside our bootstrap. The following will work.

get\_r\_var <- function(x, y, data, indices, its) {

d <- data[indices, ]

r <- cor(d[x], d[y]) %>%

as.numeric() %>%

round(3)

n <- nrow(d)

v <- boot(

x = x,

y = y,

R = its,

data = d,

statistic = get\_r

) %>%

pluck("t") %>%

var(na.rm = TRUE)

c(r, v)

}

boot\_t\_out <- boot(

x = "lsat", y = "gpa", its = 200,

R = 1000, data = tbl, statistic = get\_r\_var

)

We now have our bootstrap estimates of \(t\), and we can use the quantiles of the distribution to plug into the formula. We find that \(q\_{1-\alpha/2} = 8.137\) and that \(q\_{\alpha/2} = -1.6\). Substituting:

\[  
\begin{align}  
\text{95% CI} &= [\hat{\theta} – sq\_{1-\alpha/2}, \hat{\theta} – sq\_{\alpha/2}] \\  
&= [0.776 – 0.142 \times 8.137, 0.776 – 0.142 \times -1.6] \\  
&= [-0.383,1.004]  
\end{align}  
\]

Checking our by-hand calculations, the studentized confidence interval from boot.ci is:

boot.ci(boot\_t\_out, type = "stud")

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 1000 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_t\_out, type = "stud")

##

## Intervals :

## Level Studentized

## 95% (-0.3828, 1.0039 )

## Calculations and Intervals on Original Scale

Problems:

* The nested bootstrap part is computationally intensive, even for simple problems like this.
* May still produce estimates outside the range of plausible values.
* Here our sample was small, so the variance of each bootstrap estimate was large.
* Has been found to be erratic in practice.

**Basic Bootstrap Confidence Interval**

Another way of writing a confidence interval:

\[  
1-\alpha = P(q\_{\alpha/2} \leq \theta \leq q\_{1-\alpha/2})  
\]

In non-bootstrap confidence intervals, \(\theta\) is a fixed value while the lower and upper limits vary by sample. In the basic bootstrap, we flip what is random in the probability statement. Define \(\tilde{\theta}\) as a statistic estimated from a bootstrap sample. We can write

\[  
1-\alpha = P(q\_{\alpha/2} \leq \tilde{\theta} \leq q\_{1-\alpha/2})  
\]

Recall that the bias of a statistic is the difference between its expected value (mean) across many samples and the true population value:

\[  
\text{bias} = \mathbb{E}(\hat{\theta}) – \theta  
\]

We estimate this using our bootstrap samples, \(\mathbb{E}(\tilde{\theta}) – \hat{\theta}\), where \(\hat{\theta}\) is the estimate from the original sample (before bootstrapping).

We can add in the bias-correction term to each side of our inequality as follows.

\[  
\begin{align}  
1-\alpha &= P(q\_{\alpha/2} \leq \tilde{\theta} \leq q\_{1-\alpha/2}) \\  
&= P(q\_{\alpha/2} – \hat{\theta} \leq \tilde{\theta} – \hat{\theta} \leq q\_{1-\alpha/2} – \hat{\theta})  
\end{align}  
\]

Some more algebra eventually leads to:

\[  
1-\alpha = P(2\hat{\theta} – q\_{1-\alpha/2} \leq \theta \leq 2\hat{\theta} – q\_{\alpha/2} )  
\]

The right-hand side is our formula for the basic bootstrap confidence interval.

Because we started out with \(\tilde{\theta}\) as the random variable, we can use our bootstrap quantiles for the values of \(q\_{1-\alpha/2}\) and \(q\_{\alpha/2}\). To do so, arrange the estimates in order from lowest to highest, then use a percentile function to find the value at the 2.5th and 97.5th percentiles (given two-tailed \(\alpha = .05\)). We find that \(q\_{1-\alpha/2} = 0.962\) and that \(q\_{\alpha/2} = 0.461\). Substituting into the inequality:

\[  
\begin{align}  
1-\alpha &= P(2\hat{r} – q\_{1-\alpha/2} \leq r \leq 2\hat{r} – q\_{\alpha/2} ) \\  
&= P(2(0.776) – 0.962) \leq r \leq 2(0.776) – 0.461) \\  
&= P(0.59 \leq r \leq 1.091)  
\end{align}  
\]

The basic bootstrap interval is \([0.59, 1.091]\).

To confirm:

boot.ci(boot\_out, type = "basic")

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = "basic")

##

## Intervals :

## Level Basic

## 95% ( 0.5900, 1.0911 )

## Calculations and Intervals on Original Scale

But we’re still outside the range we want.

**Percentile Confidence Intervals**

Here’s an easy solution. Line up the bootstrap estimates from lowest to highest, then take the 2.5th and 97.5th percentile.

quantile(boot\_out$t, probs = c(.025, .975), type = 6)

## 2.5% 97.5%

## 0.460775 0.962000

Compare:

boot.ci(boot\_out, type = "perc")

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = "perc")

##

## Intervals :

## Level Percentile

## 95% ( 0.4609, 0.9620 )

## Calculations and Intervals on Original Scale

(The slight difference is due to boot using its own quantile function.)

Looks like we have a winner. Our confidence interval will necessarily be limited to the range of plausible values. But let’s look at one other.

**Bias Corrected and Accelerated (BCa) Confidence Intervals**

BCa intervals require estimating two terms: a bias term and an acceleration term.

Bias is by now a familiar concept, though the calculation for the BCa interval is a little different. For BCa confidence intervals, estimate the bias correction term, \(\hat{z}\_0\), as follows:

\[  
\hat{z}\_0 = \Phi^{-1}\left(\frac{\#\{\hat{\theta}^\*\_b < \hat{\theta}\}}{B}\right)  
\]

where \(\#\) is the counting operator. The formula looks complicated but can be thought of as estimating something close to the median bias transformed into normal deviates (\(\Phi^{-1}\) is the inverse standard normal cdf).

The acceleration term is estimated as follows:

\[  
\hat{a} = \frac{\sum^n\_{i=1}(\hat{\theta}\_{(\cdot)} – \hat{\theta}\_{(i)})}{6\{\sum^n\_{i=1}(\hat{\theta}\_{(\cdot)} – \hat{\theta}\_{(i)})^2\}^{3/2}}  
\]

where \(\hat{\theta}\_{(\cdot)}\) is the mean of the bootstrap estimates and \(\hat{\theta}\_{(i)}\) the estimate after deleting the \(i\)th case. The process of estimating a statistic \(n\) times, each time dropping one of the \(i \in N\) observations, is known as the *jackknife* estimate.

The purpose of the acceleration term is to account for situations in which the standard error of an estimator changes depending on the true population value. This is exactly what happens with the correlation (the SE estimator we provided at the start of the post only works when \(r = 0\)). An equivalent way of thinking about this is that it accounts for skew in the sampling distribution, like what we have seen in the prior histograms.

Armed with our bias correction and acceleration term, we now estimate the quantiles we will use for establishing the confidence limits.

\[  
\alpha\_1 = \Phi\left(\hat{z}\_0 + \frac{\hat{z}\_0 + z^{(\alpha)}}{1-\hat{a}(\hat{z}\_0 + z^{(\alpha)}) } \right)  
\]

\[  
\alpha\_2 = \Phi\left(\hat{z}\_0 + \frac{\hat{z}\_0 + z^{(1 – \alpha)}}{1-\hat{a}(\hat{z}\_0 + z^{(1-\alpha)}) } \right)  
\]

where \(\alpha\) is our Type-I error rate, usually .05.

Our confidence limits are:

\[  
\\  
95\% \text{ CI} = [\hat{\theta}^{\*(\alpha\_1)}, \hat{\theta}^{\*(\alpha\_2)}]  
\]

Based on the formulas above, it should be obvious that \(a\_1\) and \(a\_2\) reduces to the percentile intervals when the bias and acceleration terms are zero. The effect of the bias and acceleration corrections is to change the percentiles we use to establish our limits.

If we perform all of the above calculations, we get the following:

boot.ci(boot\_out, type = "bca")

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = "bca")

##

## Intervals :

## Level BCa

## 95% ( 0.3948, 0.9443 )

## Calculations and Intervals on Original Scale

## Some BCa intervals may be unstable

We get a warning message that BCa intervals may be unstable. This is because the accuracy of the bias and acceleration terms require a large number of bootstrap samples and, especially when using the jackknife to get the acceleration parameter, this can be computationally intensive. If so, there is another type of confidence interval known as the ABC interval that provides a satisfactory approximation to BCa intervals that is less computationally demanding. Type ?boot::abc.ci at the command line for how to implement this in R.

**Transformations**

What does it mean that calculations and intervals are on the original scale?

There are sometimes advantages to transforming a statistic so that it is on a different scale. An example is the correlation coefficient. We mentioned briefly above that the usual way of performing inference is to use the Fisher-\(z\) transformation.

\[  
z = \frac{1}{2}\text{ln}\left(\frac{1+r}{1-r} \right)  
\]

This transformation *is* normally distributed with standard error \(\frac{1}{\sqrt{N – 3}}\), so we can construct confidence intervals the usual way and then reverse-transform the limits using the function’s inverse. For Fisher-\(z\), the inverse of the transformation function is:

\[  
r = \frac{\text{exp}(2z) – 1}{\text{exp}(2z) + 1}  
\]

If we prefer to work with the transformed statistic, we can include the transformation function and its inverse in the boot.ci function. Define the transformations:

fisher\_z <- function(r) .5 \* log((1 + r) / (1 - r))

inv\_fisher\_z <- function(z) (exp(2 \* z) - 1) / (exp(2 \* z) + 1)

We can use these functions within a call to boot.ci. What we get in return will depend on which functions we specify.

* If only the transformation function is applied, the confidence intervals are on the transformed scale.
* If the transformation and the inverse transformation functions are applied, the confidence intervals are calculated on the transformed scale but returned on the original scale.

Recall that not specifying either function returns:

boot.ci(

boot\_out,

type = c("norm", "basic", "perc", "bca")

)

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = c("norm", "basic", "perc",

## "bca"))

##

## Intervals :

## Level Normal Basic

## 95% ( 0.5247, 1.0368 ) ( 0.5900, 1.0911 )

##

## Level Percentile BCa

## 95% ( 0.4609, 0.9620 ) ( 0.3948, 0.9443 )

## Calculations and Intervals on Original Scale

## Some BCa intervals may be unstable

Specifying the transformation only returns:

boot.ci(

boot\_out,

h = fisher\_z,

type = c("norm", "basic", "perc", "bca")

)

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = c("norm", "basic", "perc",

## "bca"), h = fisher\_z)

##

## Intervals :

## Level Normal Basic

## 95% ( 0.212, 1.688 ) ( 0.098, 1.572 )

##

## Level Percentile BCa

## 95% ( 0.498, 1.972 ) ( 0.417, 1.777 )

## Calculations and Intervals on Transformed Scale

## Some BCa intervals may be unstable

Specifying the transformation and its inverse returns the following:

boot.ci(

boot\_out,

h = fisher\_z,

hinv = inv\_fisher\_z,

type = c("norm", "basic", "perc", "bca")

)

## BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS

## Based on 500 bootstrap replicates

##

## CALL :

## boot.ci(boot.out = boot\_out, type = c("norm", "basic", "perc",

## "bca"), h = fisher\_z, hinv = inv\_fisher\_z)

##

## Intervals :

## Level Normal Basic

## 95% ( 0.2091, 0.9340 ) ( 0.0981, 0.9173 )

##

## Level Percentile BCa

## 95% ( 0.4609, 0.9620 ) ( 0.3948, 0.9443 )

## Calculations on Transformed Scale; Intervals on Original Scale

## Some BCa intervals may be unstable

**Conclusion**

It is hoped that this post clarifies the output from boot::boot.ci, and in particular facilitates understanding the messages the function produces. We saw that the percentile and BCa methods were the only ones considered here that were guaranteed to return a confidence interval that respected the statistic’s sampling space. It turns out that there are theoretical grounds to prefer BCa in general. It is “second-order accurate”, meaning that it converges faster to the correct coverage. Unless you have a reason to do otherwise, make sure to perform a sufficient number of bootstrap replicates (a few thousand is usually not too computationally intensive) and go with reporting BCa intervals.